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PLANNING AND ASSESSMENT FOR NEXT TWO YEARS
The ABET Program Assessment Committee approved the following Action Plan for the following two academic years.

Action Plan 

First Year 2010-2011:

1. Addressing the comments raised by ABET in the Final Statement as well as those that were verbally formulated: 

1.  Proposing some revisions,

2.  Seeking approval by COE faculty,

3.  Revising the COE the assessment system (rubrics and surveys) based on potential revisions. 

2. Develop a policy for the effective implementation of Continuous improvements: 
1. Proposing a policy, 

2. Approval by COE faculty, and 

3. Implementation.

3. Continuous improvement of the COE program, identify programs outcomes that have weak performance indicator using available assessment data, selection of some outcome for improvement, carry out improvement, and documenting. 

Second Year 2011-2012:

1. Continuous improvement of the COE program, identify programs outcomes that have weak performance indicator using available assessment data, selection of some outcome for improvement, carry out improvement, and documenting. 

2. Develop logistic to address all program outcomes. Provide supporting material. 

The above plan can be summarized using the following Table:
	COE PLAN


	T111
	T112
	T121
	T122

	Continuous Improvement 
	Two Selected POs
	
	Two Selected POs
	

	Program Assessment 
	
	Assessing all Program outcomes (a)-(k)
	
	Assessing all Program outcomes (a)-(k)


CONTINUOUS IMPROVEMENT in T111

Continuous improvement of the COE program is a continuous task that is carried out by the curriculum and the ABET Committees. Curriculum revisions or corrective actions proposed by either of the above committees are presented to all COE faculty members in council meetings for discussion, review, and approval. 
Action to Improve the Program

The process of direct and indirect assessment started in 2007, it has taken a few years to mature into an acceptable level. Using the collected direct and indirect assessment data, the COE ABET Committee started analyzing the level of achievement of each program outcome based on passed assessment data. The committee has made use of the POs achievement data as the basis for improving some POs in each semester in accordance with the COE Assessment Plan. In T081, the COE ABET committee started implementing the process adopted for continuous improvement in the COE Program.
The POs assessment process uses the following assessment channels: (1) the Exit Exam, (2) the average score in supporting courses, (3) the Exit Survey, (4) the COOP Supervisor and Employer Surveys, and (4) the Rubrics score for a set of representative core junior and senior courses

In Criterion 3, the status of the POs were grouped together in one single assessment table which includes for each PO the results of various assessment channels, the performance criteria, the score representing the level of achievement, and a summary of the committee comments. Following the analysis of the assessment data, the committee adopted a 2-year continuous improvement plan. The committee decided to improve Outcomes (c) and (g-W) in the academic year 2008-2009. These outcomes were selected first because of their importance to the program and due to their low score. These improvements were originally based on developing some guidelines for the students. Over time the issue of Continuous improvement matured into the need to provide teaching material in order to directly improve the student learning. For this reason, the committee carried out Continuous Improvement (CI) for (g-W) and decided to develop appropriate teaching material for COE 390 on three soft outcomes which are the “Engineering Ethics”, “Awarness of Contemporary Issues”, and “Awarness of the Impact of Engineering Solution on Society”. These can be found in our term report:

http://faculty.kfupm.edu.sa/coe/mayez/ABET/COE-ABET-Committee-2011-2012/COE-ABET-Activity-Report-T102-Oct-2011.doc
In Term 111, the committee analyzed (1) the previously collected direct and indirect assessment data and (2) current status of the program outcomes. The above issues were largely debated and the committee and the committee decided to carry out CI cycle in T111 for improving the (1) Engineering Design, and (2) the Integration of Hardware and software, an extra outcome added by the COE faculty to the standard ABET a-k outcomes. On 1st October 2011, the committee assigned following faculty:

a. Dr. Mohamad Sqalli, assistant professor at the COE, was assigned as Faculty in Charge to carry out the CI for the Integration of Hardware and software, 

b. Dr. Yahia Osais, assistant professor at the COE, was assigned as Faculty in Charge to carry out the CI for the Integration of Hardware and software. On 18 December 2011 Dr. Yahia Osais decided to retire from the committee. Dr. Wassim Raad was appointed to carry out the same task.

Improving Engineering Design (Dr. W. Raad and Dr. M. Al-Mouhamed)

In T111, following the analysis and examination of the previous Rubric Assessment Data and the available indirect assessment data,  the committee decided to carry out Continuous Improvement measures for the Program Outcome on Engineering Design (c) and Dr. Waseem Raad (will be referred to as faculty in charge) has been nominated to conduct the above process. Outcome (c) had always received somehow marginal scores of about 2.6/4, and accordingly was selected for improvement because of its importance to the COE program. 
For Program Outcome on Engineering Design (c), the ratings of learning using direct measures with student-by-student. The rubric assessment data is presented as part of the display material. In addition, the display material presents the performance criteria used for the rating of each PO. Outcome “C” has five performance criteria: (1) translate general requirements, (2) identify and formulate any problem, (3) list different design alternatives, (4) choose the appropriate design, (5) fine tune the chosen solution. Average student performance was considered inadequate (score below 2.5 / 4) score for the performance criteria (2), (3), and (4). This indicates that the concept of Engineering Design needs to be better defined, practiced wherever possible, and be integrated as part of all the COE courses with a culminating engineering design experience in the Capstone course. 

To close the loop, the faculty proposed the following action plan:
1. In the light of the new COE BSc Program, there is need to spread the education of Engineering Design over all the Program courses. Specifically, at the 203 “Logic Design Lab” and COE 306 “Embedded Systems” are basically developed based on a set of lab experiments. Therefore, the Engineering Design package would improve if Mini-projects are adopted for the above courses.

2. The Committee reviewed the course syllabi of above courses and contacted the course instructors to discuss the idea of Mini-projects which received acceptance from both the instructor and committee.

3. Progressively introducing Engineering Design Education in the COE program Labs. Specifically developing or adapting educational material on Engineering Design for faculty lecturing, students reading, and provide web resource and references. Also, coordinating with the concerned course instructors to emphasize outcome (c) and to provide supporting material.  Engineering education must be addressed in all relevant courses and labs of the COE program to better prepare the student to the practice of engineering design. 
4. The committee decided to develop a set of Mini-projects and work out the project formulation so that the concept of Engineering Design will be progressively introduced in the above courses. Each Min-Project is to be run for no less than 6 weeks. The students will team out for the project and finally submit a report. Having a set of Mini-projects provides the instructor different alternatives to choose from as well as to avoid centering the course for one specific project.

5. Also instructors, may deliver presentations to students aimed at improving outcome (c) “Engineering Design…” to improve their awareness about this issue.
6. Develop templates and guidelines for the students on Engineering Design.
7. Explore how Engineering Design Education can be enhanced in the COE Program.

The following action steps were carried out: 
1. Developing the following set of Mini-Projects (See the Appendix A):
a. XO-Game (COE 203),
b. Reaction Timer (COE 203),
c. RFID Authentication (COE 203),
d. Traffic Light (COE 203),
e. Elevator (COE 306),
f. Edge Detection (COE 306).
2. To improve awareness of the students, a detailed description on Engineering Design Processes is provided to the students to reflect on its steps and their meaning on their project:

http://faculty.kfupm.edu.sa/COE/mayez/ABET/COE-ABET-Committee-2011-2012/Engienering-Design-Process.pdf
3. Extending the Engineering Education to COE Labs:  To develop a culture of Engineering Education at the COE, the engineering design concepts must be progressively implemented at different program levels. The committee reiterates its earlier recommendation to introduce some engineering design concepts at all levels in the Programs. Following Table provides a Plan for the Progressive Introduction of Engineering Design (Design a System, Component, or Process) in the COE program. It is recommended to adopt the following behavioral approach in all the COE Labs.
	Plan for Progressive Introduction of Engineering Design

	Elements of Engineering Design
	200-level Courses
	300-level Courses
	400-level Courses

	1. Identifying a need (There is a need for solving this problem!, what is this need?)


	
	
	Identify the need for solving the problem and domain of application

	2. Defining the problem (The design task will be completed if I solve a specific problem, What is this problem)


	Word definition of the problem.
	Word definition of the problem.  Enforcing use of Notebooks in all activities.
	Word definition of the problem. Enforcing the use of Notebooks in all activities.

	3. Conducting research (How and where to search the library, ebooks, datasheets, manufacturer web etc to find relevant material to solve the problem)


	
	
	Searching similar problems (wording) and proposed solutions

	4. Narrowing the research (knowing the problem to be solved I need to filter Software/Hardware components that may help in building a solution)

	
	
	Knowing relevant examples be able to identify a few similar systems

	5. Analyzing set criteria (knowing the problem, its specifications, and its relevant components found, I need to find out whether some components meet the problem specifications or not)


	
	Analysis of problem specifications and identify components meeting some of the above
	Analysis of problem specifications and identify components meeting some of the above

	6. Finding alternative solutions (determine a few possible solutions using found components for the above problem, I need to identify each of these possible solutions),


	Using different approaches or components. Use of Notebooks.
	Combining components to find different solutions.
	Combining components to find different solutions

	7. Analyzing possible solutions (knowing the problem (specifications) and possible solutions I need to find out whether some solutions meets the problem specifications or not)


	
	Pruning possible solutions which do not meet the specifications
	Pruning possible solutions which do not meet the specifications

	8. Making a decision (given two or more possible solutions I need to select one feasible and economical solution)


	Selecting an  economical  solution
	Selecting the most economical feasible solution
	Selecting the most economical feasible solution (ethics, environmental)

	9. Presenting the product (I need to describe my solution in writing using diagrams, graphics, drawings, etc.)


	
	
	Technical description of the design

	10. Communicating (prepare a written report in which each task is broken down into: Identifying a need, Defining the problem, Conducting research, Narrowing down the research, Analyzing set criteria, Finding alternative solutions, Analyzing possible solutions, and Making a decision.)


	A simple report describing the above steps.
	A report defining the problem, specification, analysis of components vs specification, solutions, solution analysis, and decision
	A report defining the problem, specification, analysis of components vs specification, solutions, solution analysis, and decision


Improving the Integration of Hardware and Software (Dr. M. Sqalli)

Continuous improvement (CI) is the process of devising and implementing effective corrective actions (CAs) on COE courses and labs to improve on the fulfillment of program outcomes in response to shortcomings detected through ABET assessments.In 2010-2011, the COE ABET Committee developed a framework for integratingContinuous Improvement into the teaching process.
In T111, following the analysis and examination of the previous Rubric Assessment Data and the available indirect assessment data, the committee decided to carry out Continuous Improvement measures for the Program Outcome on Integration of Hardware/Software, i.e., PO (l) (Note that in the SSR, this PO is referred to as PO (n), however, since two POs have been removed, we had to rename this one).This section outlines the proposed continuous improvement for the Hardware and Software Integration in the COE Department
Based on the rubrics assessment through COE 400, COE 485, and COE 351, PO (l) received a score of 2.77 in T062, 071, 072 and a score of 2.68 in T081, which are marginal scores, and accordingly was selected for improvement because of its importance to the COE program.As stated in the program outcomes performance indicators document, Table 1 shows the rubrics that have been used for the Program Outcome on Integration of Hardware/Software, i.e., PO (l).

Table 1.Hardware/Software Integration Rubrics

	Outcome
	1
Exemplary
	2
Proficient
	3
Apprentice
	4
Novice

	Selection of hardware equipment and software
	Selection of hardware equipment and software follows a thorough approach where many criterions are used: performance, compatibility, standard compliance, protocol support, interoperability, manufacturer strength.
	Selection of hardware equipment and software follows a thorough approach where few criterions are used: performance, compatibility, standard compliance.  One or more relevant important criterions are ignored.
	Selection of hardware equipment and software is based on the selection of a single manufacturer already integrated solution among several candidates.
	Selection of hardware equipment and software is based on the suggestions of the marketing team of one single vendor

	Integration Methodology
	The integration methodology is well described and followed. Interfaces are well defined and their compatibility discussed. Use of an integration plan featuring integration phases and a test plan for each phase.
	The integration methodology is well described and followed. Interfaces are mentioned but their compatibility is not considered. No use of an integration plan. Some mention of a test plan.
	The integration methodology is not described properly and not always followed. Interfaces are not mentioned. No use of an integration plan. Tests are carried out without a plan.
	An ad-hoc integration (No) methodology is followed but not described. No use of an integration plan. Tests are carried out without a plan.


Although, it is stated in the SSR that three courses are used for assessment of PO (l), i.e., COE 400, COE 485, and COE 351, it has been agreed to change this in the new balancing of the COE Rubric Assessment Process approved by the COE council meeting. In the new balancing, only COE 400 will be used for assessing PO (l) on Hardware/Software integration through student course projects. However, PO (l) will not be assessed in COE 351 and COE 485 because it has been found that this outcome is presently not addressed in these courses. In the newly approved COE B.Sc. curriculum, a newly proposed course on Introduction to Embedded Systems, i.e., COE 305, will cover the aspect of Hardware/Software Integration; and therefore, we propose to incorporate our proposed changed related to this continuous improvement in this course. One major proposed change is the adoption of a mini-project in COE 305.
Assessment Plan

The following action plan has been proposed for CI of PO (l):

· Review the current status of PO (l) including delivery material (Lab, course project, etc.), and point to strengths, and weaknesses.

· Discuss with relevant COE faculty members how to improve the students’ knowledge and skills with respect to PO (l).

· Benchmarking and review of similar experiences in other universities.

· Set a target for what to improve in terms of specific curricular actions. We can make use of the approved guidelines for CI, and whether there is a need to develop/adapt teaching material, presentations, guidelines, template, as well as behavioral aspect like students work organization in the lab and method of student working.

· Discuss the proposed curricular actions with relevant COE faculty members.

· Update the proposed curricular actions based on feedback obtained.

· Present the proposed curricular actions to the ABET committee for further discussion and refinements.

· Present the proposed curricular actions to the COE Council for discussion and approval.

· Report the approved curricular actions onto the COE Web-Syllabi.

Scope

The CI process aims at improving the fulfillment of Program Outcome (l) on Hardware/Software Integration of the COE program, which needs improvement and its scope covers the COE-305 course and lab that contribute to this outcome.

Procedure
For the purpose of improving the PO (l), the committee decided to develop a set of Mini-projects so that the concept of integration of hardware and software, i.e., PO (l) is introduced in the COE 305 course. Each Min-Project is to be run for no less than 6 weeks. The students will team out for the project and finally submit a report. Having a set of Mini-projects provides the instructor with different alternatives to choose from. In addition, the committee recommends the implementation of the agreed corrective action plan by the concerned faculty members teaching the COE 305 course. 
Proposed Mini Projects for COE-305
Table 2 presents a list of the proposed mini projects for COE-305 (developed with assistance of Dr. Wassim Raad). More details are being worked out for this list of projects.

Table 2. Proposed Mini Projects for COE-305
	Projects
	Interdisciplinary Nature
	Level of Difficulty
	Novelty
	Student Interest
	Hardware Availability
	Information Available about Implementation

	Automated Voice based Home Navigation System for the Elderly and the Physically Challenged (Arafeh)
	High
	Medium
	High
	High
	Not readily
	Medium

	Design and Implementation of Pyroelectric Infrared Sensor Based Security System Using Microcontroller
	Low
	Low-Medium
	Low
	Medium
	Yes
	Medium

	Development of an Electronic Stick with Audio Sensory Perception for the Visually Impaired
	Medium
	Medium
	Medium
	High
	Yes
	High

	A Novel Light-Sensor-Based Information Transmission System for Indoor Positioning and Navigation (Arafeh)
	Low
	High
	High
	High
	Not readily
	Low

	Electronic Speaking Glove for Speechless Patients - A Tongue to a Dumb
	High
	High
	High
	High
	Not readily
	Low

	Automobile Anti-theft System Design based on GSM (Al-Suwaiyan)
	Low
	Medium
	Medium
	High
	Not readily
	Medium

	Design of Intelligent Fire Alarm System Based on GSM Network (Al-Suwaiyan)
	Low
	Low-Medium
	Low
	Low
	Yes, mostly
	Low


Time Scope and Follow-up

The CI process initiated for improving performance on theProgram Outcome (l) should be implemented and remain active until the next scheduled program outcome assessment by the ABET Committee. During this time, the ABET committee will continue to provide assistance and support to faculty implementing the approved CAs plan. 

Evaluation
At the next scheduled program outcome evaluation, improvements on the Program Outcome (l) targeted by thiscontinuous improvement process will be evaluated. The ABET Committee will study the results of the continuous improvement process and decide if further action is still required and whether the changes introduced by the CAs will be integrated permanently in the courses/labs involved.  
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Appendix A: Mini-Projects to Address the Engineering Design 
COE  203  PROJECT
MINI-PROJECT TITLE 

AN  XO   GAME  USING  XILINX  FPGA

The  project  is   based  on  designing  &  building  an  XO   game  for  2  players   using  a  XILINX  FPGA  and  external  decoders  &   colourful  LEDs.

An  array  of  3X3   LEDs   will  be  built  on  a  separate  board  to  mimic  the  XO  game,  such  that  it  will  take  1  player  against  the  machine  player. Each  of  the  players  will  have  one  LED  with  different  colour  merged  into  same  location  on  the  XO  matrix. For  each  location  there  will  be  a  unique  4-bit  binary  number.  The  computer  has  to  start  the  game  using  randomness( Pseudo  random   numbers)  i.e  choosing  the  next  hit  in  a  smart  way. The  winning  player  will  be  shown  on  the  LCD   and  there  will  also  be  a  timeout  if  somebody  is  too  slow(out  of  the  game). The  decoder  will  be  used  externally  to  cut  down  the  number  of  outputs  going  out  of  the  FPGA  board.  Explore  all  design techniques  to  generate  the  random  delay and the  computer  strategy  to  play  the  game.

Hint:  Use the LFSR (linear  feedback shift  registers)  to  generate  the  random  numbers.  Tutorial  documentation  is shown below. 

Note:  you  can  find  on  webct  a  verilog  code  for  displaying  characters  on  LCD.
Attachment: Linear Feedback Shift Registers
For those unfamiliar with Linear Feedback Shift Registers, see the Primer following Figure 1. For quick information on any of the LFSR parts (shift register, feedback function, output stream, tap sequences) click on the corresponding part in Figure 1.

Figure 1) 4-Bit LFSR, Tap Sequence; [4,1]
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SHIFT REGISTER

One of the two main parts of an LFSR is the shift register (the other being the feedback function). A shift register is a device whose identifying function is to shift its contents into adjacent positions within the register or, in the case of the position on the end, out of the register. The position on the other end is left empty unless some new content is shifted into the register.

The contents of a shift register are usually thought of as being binary, that is, ones and zeroes. If a shift register contains the bit pattern 1101, a shift (to the right in this case) would result in the contents being 0110; another shift yields 0011. After two more shifts, things tend to get boring since the shift register will never contain anything other than zeroes.

Two uses for a shift register are 1) convert between parallel and serial data and 2) delay a serial bit stream. The conversion function can go either way -- fill the shift register positions all at once (parallel) and then shift them out (serial) or shift the contents into the register bit by bit (serial) and then read the contents after the register is full (parallel). The delay function simply shifts the bits from one end of the shift register to the other, providing a delay equal to the length of the shift register.

Figure 2) Shift Register
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Some nomenclature:

Clocking) One of the inputs to a shift register is the clock; a shift occurs in the register when this clock input changes state from one to zero (or from zero to one, depending on the implementation). From this, the term "clocking" has arisen to mean activating a shift of the register. Sometimes the register is said to be "strobed" to cause the shift.

Shift direction) A shift register can shift its contents in either direction depending on how the device is designed. (Some registers have extra inputs that dictate the direction of the shift.) For the purposes of this discussion, the shift direction will always be from left to right.

Output) During a shift, the bit on the far right end of the shift register is moved out of the register. This end bit position is often referred to as the output bit. To confuse matters a bit, the bits that are shifted out of the register are also often referred to as output bits. To really muddy the waters, every bit in the shift register is considered to be output during a serial to parallel conversion. Happily, the context in which the term "output" is used generally clears things up.

Input) After a shift, the bit on the left end of the shift register is left empty unless a new bit (one not contained in the original contents) is put into it. This bit is sometimes referred to as the input bit. As with the output bit, there are several different references to input that are clarified by context.

 FEEDBACK FUNCTION

In an LFSR, the bits contained in selected positions in the shift register are combined in some sort of function and the result is fed back into the register's input bit. By definition, the selected bit values are collected before the register is clocked and the result of the feedback function is inserted into the shift register during the shift, filling the position that is emptied as a result of the shift.

The feedback function in an LFSR has several names: XOR, odd parity, sum modulo 2. Whatever the name, the function is simple: 1) Add the selected bit values, 2) If the sum is odd, the output of the function is one; otherwise the output is zero. Table 1 shows the output for a 3 input XOR function.

Table 1) XOR Function

	 Input A
	Input B
	Input C
	XOR Output

	0
	0
	0
	0

	0
	0
	1
	1

	0
	1
	0
	1

	0
	1
	1
	0

	1
	0
	0
	1

	1
	0
	1
	0

	1
	1
	0
	0

	1
	1
	1
	1


The bit positions selected for use in the feedback function are called "taps". The list of the taps is known as the "tap sequence". By convention, the output bit of an LFSR that is n bits long is the nth bit; the input bit of an LFSR is bit 1. 

TAP SEQUENCES

An LFSR is one of a class of devices known as state machines. The contents of the register, the bits tapped for the feedback function, and the output of the feedback function together describe the state of the LFSR. With each shift, the LFSR moves to a new state. (There is one exception to this -- when the contents of the register are all zeroes, the LFSR will never change state.) For any given state, there can be only one succeeding state. The reverse is also true: any given state can have only one preceding state. For the rest of this discussion, only the contents of the register will be used to describe the state of the LFSR.

A state space of an LFSR is the list of all the states the LFSR can be in for a particular tap sequence and a particular starting value. Any tap sequence will yield at least two state spaces for an LFSR. (One of these spaces will be the one that contains only one state -- the all zero one.) Tap sequences that yield only two state spaces are referred to as maximal length tap sequences.

The state of an LFSR that is n bits long can be any one of 2^n different values. The largest state space possible for such an LFSR will be 2^n - 1 (all possible values minus the zero state). Because each state can have only once succeeding state, an LFSR with a maximal length tap sequence will pass through every non-zero state once and only once before repeating a state.

One corollary to this behavior is the output bit stream. The period of an LFSR is defined as the length of the stream before it repeats. The period, like the state space, is tied to the tap sequence and the starting value. As a matter of fact, the period is equal to the size of the state space. The longest period possible corresponds to the largest possible state space, which is produced by a maximal length tap sequence. (Hence "maximal length")

Table 2 is a listing of the internal states and the output bit stream of a 4-bit LFSR with tap sequence [4, 1]. (This is the LFSR shown in Figure 1.)

 

Table 2) 4-Bit LFSR [4, 1] States and Output

	Register States
	 

	Bit 1 (Tap)
	Bit 2
	Bit 3
	Bit 4 (Tap)
	Output Stream

	1
	1
	0
	1
	 

	0
	1
	1
	0
	1

	0
	0
	1
	1
	0

	1
	0
	0
	1
	1

	0
	1
	0
	0
	1

	0
	0
	1
	0
	0

	0
	0
	0
	1
	0

	1
	0
	0
	0
	1

	1
	1
	0
	0
	0

	1
	1
	1
	0
	0

	1
	1
	1
	1
	0

	0
	1
	1
	1
	1

	1
	0
	1
	1
	1

	0
	1
	0
	1
	1

	1
	0
	1
	0
	1

	1
	1
	0
	1
	0


MAXIMAL LENGTH TAP SEQUENCES

LFSR's can have multiple maximal length tap sequences. A maximal length tap sequence also describes the exponents in what is known as a primitive polynomial mod 2. For example, a tap sequence of 4, 1 describes the primitive polynomial x^4 + x^1 + 1. Finding a primitive polynomial mod 2 of degree n (the largest exponent in the polynomial) will yield a maximal length tap sequence for an LFSR that is n bits long.

There is no quick way to determine if a tap sequence is maximal length. However, there are some ways to tell if one is not maximal length:

1) Maximal length tap sequences always have an even number of taps.
2) The tap values in a maximal length tap sequence are all relatively prime. A tap sequence like 12, 9, 6, 3 will not be maximal length because the tap values are all divisible by 3.

Discovering one maximal length tap sequence leads automatically to another. If a maximal length tap sequence is described by [n, A, B, C], another maximal length tap sequence will be described by [n, n-C, n-B, n-A]. Thus, if [32, 3, 2, 1] is a maximal length tap sequence, [32, 31, 30, 29] will also be a maximal length tap sequence. An interesting behavior of two such tap sequences is that the output bit streams are mirror images in time. 

CHARACTERISTICS OF OUTPUT STREAM

By definition, the period of an LFSR is the length of the output stream before it repeats. Besides being non-repetitive, a period of a maximal length stream has other features that are characteristic of random streams.

1) Sums of ones and zeroes. In one period of a maximal length stream, the sum of all ones will be one greater than the sum of all zeroes. In a random stream, the difference between the two sums will tend to grow progressively smaller in proportion to the length of the stream as the stream gets longer. In an infinite random stream, the sums will be equal.

2) Runs of ones and zeroes. A run is a pattern of equal values in the bit stream. A bit stream like 10110100 has six runs of the following lengths in order: 1, 1, 2, 1, 1, 2. One period of an n-bit LFSR with a maximal length tap sequence will have 2^(n-1) runs (e.g., a 5 bit device yields 16 runs in one period). 1/2 the runs will be one bit long, 1/4 the runs will be 2 bits long, 1/8 the runs will be 3 bits long, etc., up to a single run of zeroes that is n-1 bits long and a single run of ones that is n bits long. A random stream of sufficient length shows similar behavior statistically.

3) Shifted stream. Take the stream of bits in one period of an LFSR with a maximal length tap sequence and circularly shift it any number of bits less than the total length. Do a bitwise XOR with the original stream. The resulting pattern will exhibit the behaviors discussed in items 1 and 2. A random stream also shows this behavior.

One characteristic of the LFSR output not shared with a random stream is that the LFSR stream is deterministic. Given knowledge of the present state of the LFSR, the next state can always be predicted.

COE  203  PROJECT
MINI-PROJECT TITLE
Design  &  implementation of  an  FPGA  based  hack-proof  authentication  protocol for  the RFID  car  immobilizer  key

The   project  aims  at  following  the  authentication  protocols   distributed  in  class   between  the  RFID  key  &  reader.  The  first  stage  is  to  implement  the  simple  protocol  between  tag  &  reader,  then  go  to  more  secure  one  adding  the  manufacturer  level.

Generate  pseudo  random  numbers  using  the  LFSR  (linear feedback shift  register)  mechanism.  Recommended  to  use  statecad   for  implementing  finite  state  machine  for  control  unit. Each  tag  &  reader  share  a  32 bit  key  or  password.

At  the  end  of  project  each  group  should  successfully  demonstrate  their  project  documented  with  a  short  report.  The  student  should  explore  all  engineering  tradeoffs  between  performance  &  security,  and  explore  all  various  alternative  solutions  for  generating  random  numbers.
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COE 203 PROJECT

MINI-PROJECT TITLE
DESIGN OF A REACTION TIMER USING FPGA
Eye-hand coordination is the ability of the eyes and hands to work together to perform a task. A reaction timer circuit measures how fast a human hand can respond after a person sees visual stimulus. 

1-The circuit has three input pushbuttons or micro switches, correspond to clear, start & stop signals. It uses a single discrete LED & displays relevant information on a seven segment LED display.

2- A user pushes clear button to force the circuit to return to the initial state and display welcome message the goes off.

3- When ready, a user pushes start button or micro switch.

4-  After a random interval  from  2-15  seconds,  the  LED  goes on  &  timer  starts  counting  upward  and  increases  every  millisecond and 0.000 displayed  on  seven  segment  display.

5- After LED on,  user  should  try  to  push  stop  button  or  micro  switch  as  soon  as  possible   then  timer  pauses and  seven  segment  display  shows  reaction  time.  For  most  people  it  should  be  between  0.15  to  0.3  sec.

6.  if  stop  is  not  pushed  timer  stops  after  1  second  and  displays  1.000.

7. if  stop  button  is  pushed  before  LED  goes  on,  it  displays  9.999  and  stops.

Implement the following:

Derive control & data units and implement design on FPGA.

Hint:  use  LFSR (Linear feedback  shift  registers)  to  generate  random  number.
COE 203  PROJECT
MINI-PROJECT TITLE 

TRAFFIC DIRECTING LIGHT SYSTEM
The traffic light (TL) is composed of four faces A, A’, B and B’ which are intended for use at a four way intersection, where A and A’ are two bidirectional roads where A is opposing A’. The same is true for B and B’. Each face is composed of two sets of lights:  an ‘X’ for stop and two connected arrows pointing in the forward and right directions (no left turns for this intersection).  The lighting is a set of LEDs, red for the X and green for the arrows.
· The main option for this traffic light is denoted by “Go forward or turn right” which is described below:

· Enable at time only one forward direction such as A at a time which implicitly means that both the forward AF and turn-right AR directions are enabled. Note that here we may also enable the turn-right of the opposite direction BR because there is no turn left for the above TL. 

· Therefore, the time is split into four parts and each part is allocated to enabling one of four possible states: (AF, AR, and BR), (BF, BR, and AR), (A’F, A’R, and B’R), (B’F, B’R, and A’R) and repeating the above pattern in a round robin fashion.

· The above option can be improved by finding some opportunities to maximize the possibility of non-conflicting turn-rights. Determine this opportunity and rewrite the possible states.

· Now suppose that turn left is allowed for traffic when the forward direction is enabled. In this case, we need to set up the new rule for this traffic light.

Implement the above traffic light of the FPGA board and experience its operation by assuming that a light can be enabled for at most 1 minute. For this you need to use an embedded timer. A normal transition from the green light to the red light must be preceded by a yellow light (warning) for 3 seconds. Include your own analysis for the detection of erroneous functioning and propose a strategy to be used in this case. 
COE 305 PROJECT
MINI-PROJECT TITLE
Real-Time EDGE Detection 

	Introduction


The project aims at implementing a real-time Sobel Edge Detection (SED to motivate the students about computer vision and digital image processing. Edge detection is extensively used in image segmentation to divide an image into areas corresponding to different objects. Edges occur in parts of the image with strong intensity contrast, which often represent object boundaries. Edges can be detected by applying a high pass frequency filter in the Fourier domain or by convolving the image with an appropriate kernel in the spatial domain. Edge detection is commonly performed in the spatial domain, because it is computationally less expensive and often yields better results. Since edges correspond to strong illumination gradients, the derivatives of the image are used for calculating the edges.

The basic edge-detection operator is a matrix area gradient operation that determines the level of variance between different pixels. The edge-detection operator is calculated by forming a matrix centered on a pixel chosen as the center of the matrix area. If the gradient value of this matrix area is above a given threshold, the middle pixel is classified as an edge. Figure 1 shows the setup of the project.

High Level Design

The camera module captures the image and the raw image data is converted into an RGB color space. The image is then converted to grayscale to obtain the image intensity for edge detection. The grayscale image is mirrored to be displayed properly, and stored in the SDRAM FIFO. Three rows of 640-wide pixels are continuously stored as blocks, and edge detection is initiated once the data is ready. 
	


In digital image processing, each image is quantized into pixels. The first step in edge detection is to convert the raw data to a grayscale image, where each pixel indicates the level of brightness of the image: from 0 representing black to 1023 representing white, with a 10-bit wide pixel. The image is then threshold-ed to create a clear gradient. Edge information for a particular pixel is obtained by exploring the brightness of pixels in its neighborhood. If all of the pixels in the neighborhood have the same brightness, it indicates that there is no edge in the area. However, if some of the neighbors are much brighter than the others, it indicates that there is an edge present. 

Measuring the relative brightness of pixels in a neighborhood is mathematically analogous to calculating the derivative of brightness. The SED algorithm uses a 3x3 convolution table to store a pixel and its neighbors to calculate the derivatives. The table is moved across the image, pixel by pixel. For a 640x480 image, the convolution table will move through 302964 (638x478) different locations because we cannot calculate the derivative for pixels on the perimeter of the image.

The SED algorithm identifies both the presence of an edge and the direction of the edge. There are eight possible directions: north, northeast, east, southeast, south, southwest, west, and northwest.

For a convolution table, calculating the presence and direction of an edge and is done in three major steps: 
1. Calculate the derivative along each of the four orientations. The equations for the derivatives are written in terms of elements of a 3x3 table. 

DerivNE_SW =  (table[0,1] + 2* table[0,2] + table[1,2])  (table[1,0] + 2* table[2,0] + table[2,1] )
DerivN_S       =  (table[0,0] + 2* table[0,1] + table[0,2]) - (table[2,0] + 2* table[2,1] + table[2,2] ) 
DerivE_W      =  (table[0,2] + 2* table[1,2] + table[2,2]) - (table[0,0] + 2* table[1,0] + table[2,0] ) 
DerivNW_SE =  (table[1,0] + 2* table[0,0] + table[0,1]) - (table[2,1] + 2* table[2,2] + table[1,2] )

   2. Find the value and direction of the maximum derivative, and the absolute value of the derivative that is perpendicular to the maximum derivative. 

EdgeMax = Maximum of absolute values of four derivatives 
DirMax = Direction of EdgeMax 
EdgePerp = Absolute value of derivative of direction perpendicular to DirMax  

3. Check if the maximum derivative is above the threshold. When comparing the maximum derivative to the threshold, the Sobel algorithm takes into account both the maximum derivative and the derivative in the perpendicular direction. 

if EdgeMax + EdgePerp/8 >= threshold then 
       Edge = true
       Dir = DirMax 
else 
       Edge = false 
       Dir = 000  
Project Description
The students are required to implement a real-time Sobel Edge Detection (SED) on an FPGA module. Traditionally, SED is done on still images. This project may use a Camera connected to a PC to continuously capture images, transfer an image or part of an image to the FPGA, SED is run in real-time on an FPGA, the resulting image is uploaded back to the PC, and displayed the monitor. This motivates student about computer vision and digital image processing. 

Appendix:

Conversion of a RGB Image to Grayscale

In order to perform edge detection, we would need to convert the RGB image from the camera to a grayscale image. In a grayscale image, the green component is required to be higher in intensity. We first tried to perform the conversion by scaling down the RGB image: 

Grayscale = 0.3*red + 0.6*green + 0.1*blue 

The closest that represents this to implement on hardware efficiently is as follows: 

Grayscale = red>>2 + green>>1 + blue>>2 

However, the resulting image did not achieve enough contrast for edge detection. After several refinements, it is discovered that scaling up the green give the best result for the DE2 camera. 

grayscale = red + green<<1 + blue 
	Results 


The following images show the result of the threshold grayscale image before edge detection, and the result after edge detection. The following image shows the camera pointing towards to the ceiling to edge detect the light. We can observe that the clear outline of the light is detected. It was unable to detect the details inside the light. This is due to the fact that edge detection is performed on a grayscale scale. In grayscale, it is difficult to threshold the difference between areas with high brightness.

	Actual Image 
	Edge Detection Image 
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COE  305  PROJECT
MINI-PROJECT TITLE 

AUTOMATIC ELEVATOR
The project is based on designing & building an FPGA Module to Control the operation of an 8-floor elevator which we denote by E.

Elevator State Vector E

The state of the elevator E is defined by an 8-bit state vector denoted as S[i], where S[i]=1 if the elevator is currently at the ith floor of the building.  We always must have some component of s[] being 1 and no more than one component can be 1 at any given time. 

Elevator Desired Button Vector D

We also have inside the elevator room 8 binary entries denoted by D[i] to allow the users to select the desired floor.  Entries D[i]=1 if one user presses the button  D[i] at any time, D[0] is the ground floor and d[7] is the seventh floor. For example D[]=00001110 if there are users to go to floor 4, 5, and 6. Note the following: 

· If D[i]=1 and now S[i]=1, then we can clear D[i]=0 because E is now at the ith floor. In other words when E state changes to a new state (like S[i-1]=0 and s[i]=1) then we must check D[i] and clear it. We assume the service of the ith floor is satisfied when E passes by the ith floor.

·  It clear that D[] must be considered as input to decide how to move E up or down. Another important input is the E state which is S[i]. Therefore the next state of E+ must be function of E+ (D[],E[]).   For example D[]=00001110 and E[0]=1 (meaning E[]=10000000), then E must move up to serve floors 4, 5, and 6. Therefore E+(1)=1 to indicate the E moves to 1st floor and it is no more at ground floor E[0]=0.

Simple Solution

Note that the next state E+ must be decided based upon the ith position satisfying E[i]=1 and vector D[] . A generic approach would be to move up if “the number of 1s to the right of the ith position in D[]” is greater than “the number of 1s to the left of the ith position in D[]”. Lets’ use the following notation:

· Variable Left is  “the number of 1s to the left of the ith position in D[]”, Left can be 0 if S[0]=1 where E is at the ground Floor.

·  Variable Right is “the number of 1s to the right of the ith position in D[]”, Right can be 0 if S[7]=1 where E is at the 7th Floor.

· The above suggest that to the change the state of E we need to compute variables Left and Right. And compare them. If  Left =< Right then E must move up (more cabin users in upper floors) to serve the largest number of cabin users. On the other hand, If  Left > Right then E must move down to serve the largest number of cabin users in lower floors. 

Engineered Solutions

A more elaborated and optimized Service Approach is decide (move up or down) the next state E+ based upon (Left , Right, and R[i]), where R[] is a 8-component request vector. R[i]=1  corresponds to the elevator request button which is available (outside the elevator) at the ith floor.  Each component R[i] can be in one of 3 states:

· 0 (no request), 

· +1  if there is a request to move to a floor which is above the ith floor, and 

· -1  if there is a request to move to a floor which is below the ith floor. 
Therefore, the next state E+ based be function of (E, Left , Right, R[]), i.e E+ should be function of current state E, the number of cabin users asking to go to the lower floors (Left) and those asking to go to upper floors (Right),  and the request vector E for the waiting users at the various floors.

Miniproject Objective Functions 

Design the automatic elevator controller by deciding how to update the state of E. In other words the students are requested to determine the relationship that allow what should be E+ based on function of (E, Left , Right, R[]) to satisfy some optimization criteria like:

· Have a very simpler criteria for evaluating E+ = (E, Left , Right, R[])
· An optimized criteria like evaluating E+ = (E, Left , Right, R[]) to serve the largest number of users.

· An optimized criteria like evaluating E+ = (E, Left , Right, R[]) to make the least number of travels to serve all the request from inside the cabin and from the various floors. 

· An optimized criteria of your choice.
Appendix B: Mini-Projects: Integration of Hardware/Software
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